**RESTful Web Services**

## What is REST?

REST stands for **RE**presentational **S**tate **T**ransfer. REST is web standards based architecture and uses HTTP Protocol for data communication. It revolves around resource where every component is a resource and a resource is accessed by a common interface using HTTP standard methods. REST was first introduced by Roy Fielding in 2000.

In REST architecture, a REST Server simply provides access to resources and REST client accesses and presents the resources. Here each resource is identified by URIs/ global IDs. REST uses various representations to represent a resource like text, JSON and XML. Now a days JSON is the most popular format being used in web services.

## HTTP Methods

Following well known HTTP methods are commonly used in REST based architecture.

* **GET** - Provides a read only access to a resource.
* **PUT** - Used to create a new resource.
* **DELETE** - Used to remove a resource.
* **POST** - Used to update a existing resource or create a new resource.
* **OPTIONS** - Used to get the supported operations on a resource.

## RESTFul Web Services

A web service is a collection of open protocols and standards used for exchanging data between applications or systems. Software applications written in various programming languages and running on various platforms can use web services to exchange data over computer networks like the Internet in a manner similar to inter-process communication on a single computer. This interoperability (e.g., between Java and Python, or Windows and Linux applications) is due to the use of open standards.

Web services based on REST Architecture are known as RESTful web services. These web services use HTTP methods to implement the concept of REST architecture. A RESTful web service usually defines a URI, Uniform Resource Identifier a service, provides resource representation such as JSON and set of HTTP Methods.

# First Application

Let us start writing actual RESTful web services with Jersey Framework. Before you start writing your first example using Jersey framework, you have to make sure that you have setup your Jersey environment properly. So let us proceed to write a simple Jersey Application which will expose a web service method to display list of users.

## Step 1 - Create Java Project:

The first step is to create a Dynamic Web Project using Eclipse IDE. Follow the option **File -> New -> Project** and finally select **Dynamic Web Project** wizard from the wizard list. Now name your project

## Step 2 - Add Required Libraries:

As a second step let us add Jersey Framework and its dependencies (libraries) in our project. Copy all jars from following directories of download jersey zip folder in WEB-INF/lib directory of the project.

* \jaxrs-ri-2.17\jaxrs-ri\api
* \jaxrs-ri-2.17\jaxrs-ri\ext
* \jaxrs-ri-2.17\jaxrs-ri\lib

Now, right click on your project name and then follow the following option available in context menu: **Build Path -> Configure Build Path** to display the Java Build Path window.

Now use **Add JARs** button available under **Libraries** tab to add the JARs present in WEB-INF/lib directory.

## Step 3 - Create Source Files:

Now let us create actual source files under the project. First we need to create a package. To do this, right click on **src** in package explorer section and follow the option: **New -> Package**.

*User.java*

package com.tutorialspoint;

import java.io.Serializable;

import javax.xml.bind.annotation.XmlElement;

import javax.xml.bind.annotation.XmlRootElement;

@XmlRootElement(name = "user")

public class User implements Serializable {

private static final long serialVersionUID = 1L;

private int id;

private String name;

private String profession;

public User(){}

public User(int id, String name, String profession){

this.id = id;

this.name = name;

this.profession = profession;

}

public int getId() {

return id;

}

@XmlElement

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

@XmlElement

public void setName(String name) {

this.name = name;

}

public String getProfession() {

return profession;

}

@XmlElement

public void setProfession(String profession) {

this.profession = profession;

}

}

*UserDao.java*

package com.tutorialspoint;

import java.io.File;

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.ObjectInputStream;

import java.io.ObjectOutputStream;

import java.util.ArrayList;

import java.util.List;

public class UserDao {

public List<User> getAllUsers(){

List<User> userList = null;

try {

File file = new File("Users.dat");

if (!file.exists()) {

User user = new User(1, "Mahesh", "Teacher");

userList = new ArrayList<User>();

userList.add(user);

saveUserList(userList);

}else{

FileInputStream fis = new FileInputStream(file);

ObjectInputStream ois = new ObjectInputStream(fis);

userList = (List<User>) ois.readObject();

ois.close();

}

} catch (IOException e) {

e.printStackTrace();

} catch (ClassNotFoundException e) {

e.printStackTrace();

}

return userList;

}

private void saveUserList(List<User> userList){

try {

File file = new File("Users.dat");

FileOutputStream fos;

fos = new FileOutputStream(file);

ObjectOutputStream oos = new ObjectOutputStream(fos);

oos.writeObject(userList);

oos.close();

} catch (FileNotFoundException e) {

e.printStackTrace();

} catch (IOException e) {

e.printStackTrace();

}

}

}

*UserService.java*

package com.tutorialspoint;

import java.util.List;

import javax.ws.rs.GET;

import javax.ws.rs.Path;

import javax.ws.rs.Produces;

import javax.ws.rs.core.MediaType;

@Path("/UserService")

public class UserService {

UserDao userDao = new UserDao();

@GET

@Path("/users")

@Produces(MediaType.APPLICATION\_XML)

public List<User> getUsers(){

return userDao.getAllUsers();

}

}

There are following two important points to note about the main program, UserService.java:

1. First step is to specify a path for the web service using @Path annotation.
2. Second step is to specify a path for the particular web service method using @Path annotation to method.

## Step 4 - Create Web.xml configuration File:

You need to create a Web xml Configuration file which is an XML file and is used to specify Jersey framework servlet for our application.

*web.xml*

<?xml version="1.0" encoding="UTF-8"?>

<web-app xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns="http://java.sun.com/xml/ns/javaee"

xsi:schemaLocation="http://java.sun.com/xml/ns/javaee

http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"

id="WebApp\_ID" version="3.0">

<display-name>User Management</display-name>

<servlet>

<servlet-name>Jersey RESTful Application</servlet-name>

<servlet-class>org.glassfish.jersey.servlet.ServletContainer</servlet-class>

<init-param>

<param-name>jersey.config.server.provider.packages</param-name>

<param-value>com.tutorialspoint</param-value>

</init-param>

</servlet>

<servlet-mapping>

<servlet-name>Jersey RESTful Application</servlet-name>

<url-pattern>/rest/\*</url-pattern>

</servlet-mapping>

</web-app>

## Step 5 - Deploying the Program

Once you are done with creating source and web configuration files, you are ready for this step which is compiling and running your program. To do this, using Eclipse, export your application as a war file and deploy the same in tomcat. To create WAR file using eclipse, follow the option **File -> export -> Web > War File** and finally select project UserManagement and destination folder. To deploy war file in Tomcat, place the UserManagement.war in **Tomcat Installation Directory** > webapps directory and start the Tomcat.

## Step 6 - Running the Program

We are using [Postman](http://www.getpostman.com/)/restclient, a Chrome extension, to test our webservices.

Make a request to project to get list of all the users. Put <http://localhost:8080/xyz/abc> in POSTMAN with GET request and see the below result.

Congratulations, you have created your first RESTful Application successfully.

# Resources

## What is a Resource?

REST architecture treats every content as a resource. These resources can be text files, html pages, images, videos or dynamic business data. REST Server simply provides access to resources and REST client accesses and modifies the resources. Here each resource is identified by URIs/ global IDs. REST uses various representations to represent a resource where text, JSON, XML. XML and JSON are the most popular representations of resources.

## Representation of Resources

A resource in REST is similar Object in Object Oriented Programming or similar to Entity in a Database. Once a resource is identified then its representation is to be decided using a standard format so that server can send the resource in above said format and client can understand the same format.

For example, in [RESTful Web Services - First Application](http://www.tutorialspoint.com/restful/restful_first_application.htm) tutorial, User is a resource which is represented using following XML format:

<user>

<id>1</id>

<name>Mahesh</name>

<profession>Teacher</profession>

</user>

Same resource can be represented in JSON format as follows:

{

"id":1,

"name":"Mahesh",

"profession":"Teacher"

}

## Good Resources Representation

REST does not impose any restriction on the format of a resource representation. A client can ask for JSON representation where as another client may ask for XML representation of same resource to the server and so on. It is responsibility of the REST server to pass the client the resource in the format that client understands.

Following are important points to be considered while designing a representation format of a resource in a RESTful web services.

* **Understandability:** Both Server and Client should be able to understand and utilize the representation format of the resource.
* **Completeness:** Format should be able to represent a resource completely. For example, a resource can contain another resource. Format should be able to represent simple as well as complex structures of resources.
* **Linkablity:** A resource can have a linkage to another resource, a format should be able to handles such situations.

However, at present most of the web services are representing resources using either XML or JSON format. There are plenty of libraries and tools available to understand, parse, and modfiy XML and JSON data.

# Messages

RESTful web services make use of HTTP protocol as a medium of communication between client and server. A client sends a message in form of a HTTP Request and server responds in form of a HTTP Response. This technique is termed as Messaging. These messages contain message data and metadata i.e. information about message itself. Let's have a look on HTTP Request and HTTP Response messages for HTTP 1.1.

## HTTP Request

![HTTP Request](data:image/jpeg;base64,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)A HTTP Request has five major parts:

* **Verb**- Indicate HTTP methods such as GET, POST, DELETE, PUT etc.
* **URI**- Uniform Resource Identifier (URI) to identify the resource on server
* **HTTP Version**- Indicate HTTP version, for example HTTP v1.1 .
* **Request Header**- Contains metadata for the HTTP Request message as key-value pairs. For example, client ( or browser) type, format supported by client, format of message body, cache settings etc.
* **Request Body**- Message content or Resource representation.

## HTTP Response
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* **Status/Response Code**- Indicate Server status for the requested resource. For example 404 means resource not found and 200 means response is ok.
* **HTTP Version**- Indicate HTTP version, for example HTTP v1.1 .
* **Response Header**- Contains metadata for the HTTP Response message as key-value pairs. For example, content length, content type, response date, server type etc.
* **Response Body**- Response message content or Resource representation.

# Addressing

Addressing refers to locating a resource or multiple resources lying on the server. It is analogous to locate a postal address of a person.

Each resource in REST architecture is identified by its URI, Uniform Resource Identifier. A URI is of following format:

<protocol>://<service-name>/<ResourceType>/<ResourceID>

Purpose of an URI is to locate a resource(s) on the server hosting the web service. Another important attribute of a request is VERB which identifies the operation to be performed on the resource. For example, in [RESTful Web Services - First Application](http://www.tutorialspoint.com/restful/restful_first_application.htm) tutorial, URI is**http://localhost:8080/UserManagement/rest/UserService/users** and VERB is GET.

## Constructing a standard URI

Following are important points to be considered while designing a URI:

* **Use Plural Noun** - Use plural noun to define resources. For example, we've used **users** to identify users as a resource.
* **Avoid using spaces** - Use underscore(\_) or hyphen(-) when using a long resource name, for example, use authorized\_users instead of authorized%20users.
* **Use lowercase letters** - Although URI is case-insensitive, it is good practice to keep url in lower case letters only.
* **Maintain Backward Compatibility**- As Web Service is a public service, a URI once made public should always be available. In case, URI gets updated, redirect the older URI to new URI using HTTP Status code, 300.
* **Use HTTP Verb** - Always use HTTP Verb like GET, PUT, and DELETE to do the operations on the resource. It is not good to use operations names in URI.

## Example

Following is an example of a poor URI to fetch a user.

http://localhost:8080/UserManagement/rest/UserService/getUser/1

Following is an example of a good URI to fetch a user.

http://localhost:8080/UserManagement/rest/UserService/users/1

# Methods

As we have discussed so far that RESTful web service makes heavy uses of HTTP verbs to determine the operation to be carried out on the specified resource(s). Following table states the examples of common use of HTTP Verbs.

|  |  |
| --- | --- |
| **S.N.** | **HTTP Method, URI and Operation** |
| 1 | **GET** |
| http://localhost:8080/UserManagement/rest/UserService/users |
| Get list of users |
| (Read Only) |
| 2 | **GET** |
| http://localhost:8080/UserManagement/rest/UserService/users/1 |
| Get User of Id 1 |
| (Read Only) |
| 3 | **PUT** |
| http://localhost:8080/UserManagement/rest/UserService/users/2 |
| Insert User with Id 2 |
| (Idempotent) |
| 4 | **POST** |
| http://localhost:8080/UserManagement/rest/UserService/users/2 |
| Update User with Id 2 |
| (N/A) |
| 5 | **DELETE** |
| http://localhost:8080/UserManagement/rest/UserService/users/1 |
| Delete User with Id 1 |
| (Idempotent) |
| 6 | **OPTIONS** |
| http://localhost:8080/UserManagement/rest/UserService/users |
| List the supported operations in web service |
| (Read Only) |
| 7 | **HEAD** |
| http://localhost:8080/UserManagement/rest/UserService/users |
| Returns only HTTP Header, no Body. |
| (Read Only) |

Here are important points to be considered:

* GET operations are read only and are safe.
* PUT and DELETE operations are idempotent means their result will always same no matter how many times these operations are invoked.
* PUT and POST operation are nearly same with the difference lying only in the result where PUT operation is idempotent and POST operation can cause different result.

## Testing the Web Service

Jersey provides APIs to create a Web Service Client to test web services. We've created a sample test class **WebServiceTester.java** under the com.tutorialspoint package in the same project.

# Statelessness

As per REST architecture, a RESTful web service should not keep a client state on server. This restriction is called statelessness. It is responsibility of the client to pass its context to server and then server can store this context to process client's further request. For example, session maintained by server is identified by session identifier passed by the client.

RESTful Web services should adhere to this restriction. We've seen in [RESTful Web Services - Methods](http://www.tutorialspoint.com/restful/restful_methods.htm) tutorial, that Web service methods are not storing any information from the client they are invoked from.

Consider the following URL:

http://localhost:8080/UserManagement/rest/UserService/users/1

If you hit the above url using browser, using java based client or using postman, result will always be the User XML whose Id is 1 because server does not store any information about the client.

<user>

<id>1</id>

<name>mahesh</name>

<profession>1</profession>

</user>

## Advantages of Statelessness

Following are the benefits of statelessness in RESTful web services

* Web services can treat each method request independently.
* Web services need not to maintain client's previous interactions. It simplifies application design.
* As HTTP is itself a statelessness protocol, RESTful Web services work seamlessly with HTTP protocol.

## Disadvantages of Statelessness

Following are the disadvantages of statelessness in RESTful web services

* Web services need to get extra information in each request and then interpret to get the client's state in case client interactions are to be taken care of.

# Caching

Caching refers to storing server response in client itself so that a client needs not to make server request for same resource again and again. A server response should have information about how a caching is to be done so that a client caches response for a period of time or never caches the server response.

Following are the headers which a server response can have in order to configure a client's caching:

|  |  |
| --- | --- |
| **S.N.** | **Header & Description** |
| 1 | **Date** |
| Date and Time of the resource when it was created. |
| 2 | **Last Modified** |
| Date and Time of the resource when it was last modified. |
| 3 | **Cache-Control** |
| Primary header to control caching. |
| 4 | **Expires** |
| Expiration date and time of caching |
| 5 | **Age** |
| Duration in seconds from when resource was fetched from the server. |

## Cache-Control Header

Following are the details of Cache-Control header

|  |  |
| --- | --- |
| **S. N.** | **Directive & Description** |
| 1 | **Public** |
| Indicates that resource is cachable by any component. |
| 2 | **Private** |
| Indicates that resource is cachable by only client and server, no intermediary can cache the resource. |
| 3 | **no-cache/no-store** |
| Indicates that resource is not cachable |
| 4 | **max-age** |
| Indicates the caching is valid up to max-age in seconds. After this, client has to make another request. |
| 5 | **must-revalidate** |
| Indication to server to revalidate resource if max-age has passed. |

## Best practices for Cache-ControlBest Practices

* Always keep static contents like images, css, JavaScript cacheable, with expiration date of 2 to 3 days.
* Never keep expiry date too high.
* Dynamic contents should be cached for few hours only.

# Security

As RESTful web services work with HTTP URLs Paths so it is very important to safeguard a RESTful web service in the same manner as a website is be secured. Following are the best practices to be followed while designing a RESTful web service.

* **Validation** - Validate all inputs on the server. Protect your server against SQL or NoSQL injection attacks.
* **Session based authentication** - Use session based authentication to authenticate a user whenever a request is made to a Web Service method.
* **No sensitive data in URL** - Never use username, password or session token in URL , these values should be passed to Web Service via POST method.
* **Restriction on Method execution** - Allow restricted use of methods like GET, POST, DELETE. GET method should not be able to delete data.
* **Validate Malformed XML/JSON** - Check for well-formed input passed to a web service method.
* **Throw generic Error Messages** - A web service method should use HTTP error messages like 403 to show access forbidden etc.

## HTTP Code:

|  |  |
| --- | --- |
| **S.N.** | **HTTP Code & Description** |
| 1 | **200** |
| **OK**, shows success. |
| 2 | **201** |
| **CREATED**, when a resource is successful created using POST or PUT request. Return link to newly created resource using location header. |
| 3 | **204** |
| **NO CONTENT**, when response body is empty for example, a DELETE request. |
| 4 | **304** |
| **NOT MODIFIED**, used to reduce network bandwidth usage in case of conditional GET requests. Response body should be empty. Headers should have date, location etc. |
| 5 | **400** |
| **BAD REQUEST**, states that invalid input is provided e.g. validation error, missing data. |
| 6 | **401** |
| **UNAUTHORIZED**, states that user is using invalid or wrong authentication token. |
| 7 | **403** |
| **FORBIDDEN**, states that user is not having access to method being used for example, delete access without admin rights. |
| 8 | **404** |
| **NOT FOUND**, states that method is not available. |
| 9 | **409** |
| **CONFLICT**, states conflict situation while executing the method for example, adding duplicate entry. |
| 10 | **500** |
| **INTERNAL SERVER ERROR**, states that server has thrown some exception while executing the method. |

# Java (JAX-RS)

**JAX-RS** stands for JAVA API for RESTful Web Services. JAX-RS is a JAVA based programming language API and specification to provide support for created RESTful Webservices. Its 2.0 version was released in 24 May 2013. JAX-RS makes heavy use of annotations available from Java SE 5 to simplify development of JAVA based web services creation and deployment. It also provides supports for creating clients for RESTful web services.

## Specification

Following are the commonly used annotations to map a resource as a web service resource.

|  |  |
| --- | --- |
| **S.N.** | **Annotation & Description** |
| 1 | **@Path** |
| Relative path of the resource class/method. |
| 2 | **@GET** |
| HTTP Get request, used to fetch resource. |
| 3 | **@PUT** |
| HTTP PUT request, used to create resource. |
| 4 | **@POST** |
| HTTP POST request, used to create/update resource. |
| 5 | **@DELETE** |
| HTTP DELETE request, used to delete resource. |
| 6 | **@HEAD** |
| HTTP HEAD request, used to get status of method availability. |
| 7 | **@Produces** |
| States the HTTP Response generated by web service, for example APPLICATION/XML, TEXT/HTML, APPLICATION/JSON etc. |
| 8 | **@Consumes** |
| States the HTTP Request type, for example application/x-www-form-urlencoded to accept form data in HTTP body during POST request. |
| 9 | **@PathParam** |
| Binds the parameter passed to method to a value in path. |
| 10 | **@QueryParam** |
| Binds the parameter passed to method to a query parameter in path. |
| 11 | **@MatrixParam** |
| Binds the parameter passed to method to a HTTP matrix parameter in path. |
| 12 | **@HeaderParam** |
| Binds the parameter passed to method to a HTTP header. |
| 13 | **@CookieParam** |
| Binds the parameter passed to method to a Cookie. |
| 14 | **@FormParam** |
| Binds the parameter passed to method to a form value. |
| 15 | **@DefaultValue** |
| Assigns a default value to a parameter passed to method. |
| 16 | **@Context** |
| Context of the resource for example HTTPRequest as a context. |